**XDSGUI**: a graphical user interface for XDS, SHELX and ARCIMBOLDO
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**XDSGUI** is a lightweight graphical user interface (GUI) for the XDS, SHELX and ARCIMBOLDO program packages that serves both novice and experienced users in obtaining optimal processing and phasing results for X-ray, neutron and electron diffraction data. The design of the program enables data processing and phasing without command line usage, and supports advanced command flows in a simple user-modifiable and user-extensible way. The GUI supplies graphical information based on the tabular log output of the programs, which is more intuitive, comprehensible and efficient than text output can be.

1. Introduction

The development of the XDS data processing package (Kabsch, 2010a,b) and the SHELX (Sheldrick, 2008) phasing programs was started about 40 and 50 years ago, respectively, at a time when computers were widely available in laboratories working in crystallography but graphics terminals were expensive and scarce. For this reason, the programs were executed through commands entered in a text-only terminal and by editing of input files. Their output was and still is human-readable ASCII files, with additional information, warnings and errors displayed on the terminal.

ARCIMBOLDO, a program package for fragment-based phasing through molecular replacement and expansion, was developed much later (Rodríguez et al., 2009; Millán et al., 2015). It builds upon the programs SHELXE and Phaser (McCoy et al., 2007; Oeffner et al., 2018) and its development was started at a time when a cluster of computers was needed for running parallel computations.

The benefits of a graphical user interface (GUI) are evident, and they may be combined with the control and flexibility of the command line by integrating its functionality within the interface to mediate efficient use of these computational program packages. Here we describe **XDSGUI**, a Qt-based graphical interface which allows users to analyze data sets and solve structures by running the programs without having to use the command line in a terminal window. Since **XDSGUI** provides suitable defaults wherever possible but makes all features available, setting up the computational programs requires only minimal user input, while maximizing control and customizability. The computational programs can be started by a mouse click and their output is automatically displayed in graphical form. **XDSGUI** thus eases and speeds...
up the assessment of data and models, and the detection of errors and problems during structure solution.

For XDS data processing, a GUI is implemented in e.g. XDSAPP (Sparta et al., 2016; current version at https://www.helmholtz-berlin.de/xdssapp) with an emphasis on automation. For SHELX phasing, the first graphical interface, still available, was HKL2MAP (Pape & Schneider, 2004). A sophisticated and thorough exploration of parameter space is available through SHELXIR (Kolenko et al., 2021). The CCP4 (Winn et al., 2011; Agirre et al., 2023) interfaces CCP4i (Potterton et al., 2003), CCP42 (Potterton et al., 2018), CCP4Cloud (Krisinel et al., 2022) and CCP4 Online (Krisinel et al., 2018) integrate SHELX and ARCIMBOLDO, also maximizing automation of operation.

Automation is particularly useful for good data sets, whereas the interactivity of XDSGUI is an advantage for poor or difficult data sets, since alternative processing and phasing regimes can be easily explored.

The purpose of this paper is to explain the basic ideas behind XDSGUI. Detailed documentation can be found online in the XDSwiki (https://wiki.uni-konstanz.de/xdss/index.php/XDSGUI). Although XDSGUI facilitates usage of the computational programs, prior knowledge of them is advantageous for the successful use of XDSGUI. Worked-out data processing examples are available at https://wiki.uni-konstanz.de/xdss/index.php/Quality_Control.

2. Materials and methods

2.1. Implementation, availability and installation

XDSGUI is written in C++ using the Qt libraries (https://www.qt.io/) and QCustomPlot (https://www.qcustomplot.com/). The scripts that add flexibility to XDSGUI use the shell, which is typically bash on Linux and zsh on macOS. The first version of the program, which only supported XDS data processing, was released in 2013 (https://www.jiscmail.ac.uk/cgi-bin/wa-jisc.exe?A2=CCP4BB;124022c8.1306); SHELX and ARCIMBOLDO were integrated in 2018 and 2019, respectively. Program development is ongoing and we appreciate user feedback.

The source code of XDSGUI is licensed under GNU General Public License version 3 (GPLv3) and available from https://sourceforge.net/u/joseprivino/xdsgui/ci/master/tree. Besides a C++ compiler, the Qt headers and libraries must be available for compiling and linking. For non-commercial use, binaries for Linux/x86_64, macOS/x86_64 and macOS/arm64 are provided from the XDSwiki web page https://wiki.uni-konstanz.de/xdswiki/index.php/XDSGUI. Installation on Linux means copying the binary into a directory that is in the PATH of the user, and may require installing Qt dependency libraries on the user’s system. On macOS, the program should be installed under /Applications, as is usual on this operating system, and it should be linked to /usr/local/bin/xdsgui as suggested in the Installation article of the XDSwiki (https://wiki.uni-konstanz.de/xdss/index.php/Installation).

Data processing with XDSGUI primarily requires the XDS program package (https://xdssr.mpdp.de/). The script generate_XDS.INP is available from https://wiki.uni-konstanz.de/xdss/index.php/Generate_XDS.INP for preparing XDS.INP, the input file for the XDS main program. Additional features of XDSGUI make use of the programs XDSCCI2 (Assmann et al., 2016), XDSSSTAT (Diederichs, 2006), Coor (Emsley et al., 2010), POINTLESS (Evans, 2011) and auxiliary programs from the CCP4 suite; these are available from or linked to the Installation article of the XDSwiki. Comparison of current and previous versions of CORRECT.LP in the ‘tools’ tab requires a program to visualize differences between text files; the name of that program (e.g. xdiff, xxdiff, tkdiff or vimdiff) may be adjusted according to local availability in the script box below the button. Phasing with XDSGUI requires the SHELX and ARCIMBOLDO programs, which are available standalone or as part of the CCP4 program suite. ARCIMBOLDO requires Phaser, available also through CCP4.

Configuration of display fonts, plot sizes, program paths and libraries required for HDF5 data processing takes place in Menu/Settings on Linux or Menu/Preferences on macOS.

An apparent limitation of XDSGUI is that the names of the data files, including the path to them, should not embed blank characters, e.g. as in ‘My USB disk’. This results from the filename treatment of the computational programs and is not expected to be changed anytime soon. If the file or directory names cannot be changed, the workaround is to use Unix symbolic links.

2.2. Functional description

XDSGUI should ideally be started from a terminal window to see the output of helper programs (like POINTLESS or Coot), and possibly error messages from generate_XDS.INP, XDSSSTAT or XDSCCI2. The program may be used for graphical analysis of any existing files and subdirectories written by XDS, SHELX and ARCIMBOLDO, or may be used to create these files.

The main function of XDSGUI is to mediate between command-line-driven computational programs, reading and writing ASCII output files, and a user who expects easy configuration of the computational programs and meaningful information about processing results. To achieve this, all data exchange between XDSGUI and the computational programs is through files, as documented for the respective programs. This means that XDSGUI is stateless; the information it displays depends on the data on disk rather than on the sequence of operations performed. Another benefit is that a crash of XDSGUI does not compromise the computational programs, and vice versa.

User interaction, on the other hand, occurs through XDSGUI buttons labeled e.g. ‘Run XDS’ or ‘Run SHELXC’ or, in the case of more complex operations, labeled buttons that run a script. These scripts are shown as one line of editable text below the respective buttons, and consist of shell commands that are separated from each other by semicolons.
Figure 1
Input and output of XDS. (a) The ‘Frame’ tab. Shadowed detector areas are masked (red semi-transparent areas) and circles indicate predicted reflections. (b) The ‘IDXREF’ tab showing, as a projection on the detector, the non-indexed reflections in red and the indexed reflections in black. Ice rings, not visible in the raw data frames, are clearly seen.
The scripts are usually short, but in principle they may be arbitrarily long, and can invoke programs or other scripts. This allows a productivity enhancement through leveraging of external programs that are not part of the computational program packages – these programs become available through the one-line scripts. Default scripts are provided, and they can be simply edited by changing or deleting existing commands and/or inserting new commands.

Editing the scripts constitutes a simple way of customizing and extending XDSGUI. Some buttons and their associated one-line scripts are currently unused and could e.g. be used to run additional software. For example, the empty script associated with a default button labeled ‘User-defined command’ could be changed to ‘phenix.xtriage XDS_ASCII.HKL’ in order to run a Phenix (Liebschner et al., 2019) command, and the label of the button could be changed to ‘Analyze data with Phenix’. Even better would be ‘xterm -e ‘phenix.xtriage XDS_ASCII.HKL; echo wrote xtriage.log; cat’; mv -f logfile.log xtriage.log’, since that would direct the output to a new terminal window and save it in xtriage.log.

Default (and potentially edited) shell scripts, together with their button labels, are automatically stored in $HOME/.xds-gui, which is the only file that is particular to XDSGUI.

2.3. Overview of graphical elements in XDSGUI

The data representations and operations enabled by XDSGUI are shown in individual tabs arranged horizontally along the upper edge of the XDSGUI window. XDSGUI has the concept of a ‘project folder’, which is the directory that receives the files of the current data processing and phased run; it should be separate from the directory where the raw data are stored. The project folder is shown in the title bar of the XDSGUI window and can be changed in the first tab (labeled ‘Projects’). The project folder contains subdirectories for SHELX and ARCIMBOLDO, respectively.

The second tab, labeled ‘Frame’ [Fig. 1(a)], serves (i) to load and visualize a data image from a data directory, with the possibility of showing predicted spot positions once IDXREF has succeeded, (ii) to generate, on the basis of the header of the loaded image, an XDS.INP file suitable for the detector used, and (iii) to mark untrusted areas of the detector. In addition, we recently implemented the optional addition of adjacent fine-sliced frames to ‘Virtual 1-degree frames’ for visualization, so that users can be reassured that they do not miss any pathology that only becomes visible at stronger perspective exposure.

The next tab is labeled ‘XDS.INP’ and features a simple editor. It also lets the user start XDS and inspect its terminal output. The following tabs (‘XYCORR’ for geometric corrections, ‘INIT’ for initial background estimation, ‘COLSPOT’ for spot finding, ‘IDXREF’ for indexing, ‘DEFPIX’ for masking, ‘INTEGRATE’ for integration of reflections, and ‘CORRECT’ for spacegroup determination and scaling) are named according to the processing steps of XDS (Kabsch, 2010a) and display its output files. The ‘COLSPOT’, ‘IDXREF’ [Fig. 1(b)], ‘INTEGRATE’ [Fig. 2(a)] and ‘CORRECT’ [Fig. 2(b)] tabs additionally present plots of tabular data. The ensuing ‘tools’ (Fig. 3) and ‘statistics’ (Fig. 4) tabs give access to other crystallographic programs, visualize their output and allow optimization of the data.

Rightmost, the tabs ‘XDSCONV’, ‘XSCALE’, ‘SHELX’ and ‘ARCIMBOLDO’ allow access to the named computational programs and their input and output.

The user is generally advised to inspect and use the tabs from left to right, i.e. in the order of their contents being produced or available. Some tabs are grayed out if the corresponding data files are not (yet) available. Tabs holding currently running computations are highlighted in green.

Plots can be resized by clicking and dragging their border with the mouse, and can be saved as a PDF or PNG image using a right-click. Clicking on an axis or into the plot and then scrolling with the middle mouse wheel allows enlarging of that plot dimension or the entire plot, and click and drag of the plot moves it on the canvas.

3. Results and discussion

3.1. Usage for XDS data processing

For processing of raw data, the user starts with the choice of the processing directory (‘Projects’ tab) and then advances to the ‘Frame’ tab to display a raw data frame that is loaded from a data directory. Within the ‘Frame’ tab, XDS.INP may be generated; for this to work, a raw data frame must be displayed first.

While still in the ‘Frame’ tab [Fig. 1(a)], untrusted (shaded) areas may be marked with the mouse, which will write the appropriate lines to XDS.INP; ORGX ORGY may be corrected if necessary, and the detector areas corresponding to INCLUDE_RESOLUTION_RANGE, EXCLUDE_RESOLUTION_RANGE and TRUSTED_REGION may be inspected or adjusted.

The latter operations are interactive in the sense that the user modifies the values in the ‘XDS.INP’ tab and then checks the result in the ‘Frame’ tab, and a change in either is mirrored in the other. In other words, the user moves back and forth between the ‘Frame’ and the ‘XDS.INP’ tabs.

From the ‘XDS.INP’ tab, other parameters, e.g. SPACE_GROUP_NUMBER and UNIT_CELL_CONSTANTS, can be adjusted by the user, and finally XDS may be run by clicking a button. The XDS log file is then available from the ‘XDS.INP’ tab and its output files are displayed in the next tabs.

The first round of processing produces data and their visualization in the ‘COLSPOT’, ‘IDXREF’ [Fig. 1(b)], ‘DEFPIX’, ‘INTEGRATE’ [Fig. 2(a)] and ‘CORRECT’ [Fig. 2(b)] tabs. Subsequently, the ‘tools’ tab allows the user to analyze the processed data with other programs, most notably POINTLESS for space-group analysis and Coot for visualization of indexed and non-indexed reflections in reciprocal space (Fig. 3), which often reveals reasons for failure of indexing.

The ‘tools’ tab also offers three options that have been found useful to optimize the data processing results. After
Figure 2
Input and output of XDS. (a) The ‘INTEGRATE’ tab. Only the upper five out of eight plots are shown. Some instrumental instability is detected as a discontinuity near frames 180 and 1380 of the ‘SCALE’ plot. (b) The ‘CORRECT’ tab. Only the upper five out of eight plots are shown. ISA is represented by the red line in the uppermost plot; a value near 30 in this example indicates a low level of systematic error. The nine different colors, from blue to red, in the ‘completeness’ and following plots show the variation of the indicator from low resolution to high resolution.
choosing (by mouse click) one of these three options, the user should go back to the ‘XDS.INP’ tab, specify JOBS = DEFPIX INTEGRATE CORRECT and run XDS again.

Each of the three options should be tried separately and its effect should be assessed, using a tool that visualizes differences between text files, to verify that it really improved the processed data. The values of the indicator for the systematic errors (\(I/\sigma_{II0}\) asymptotic) (Diederichs, 2010, 2015) – herein abbreviated as ISa – and that for the random errors \(CC_{1/2}\) (Karplus & Diederichs, 2012, 2015; Diederichs & Karplus, 2013) in the highest-resolution shell that still has significant data (as revealed by a statistical test in CORRECT) can be used to make the decision. Those options that improve the statistics can then be used in combination.

After CORRECT, the data may be further analyzed using the ‘statistics’ tab (Fig. 4). The resulting XDS_ASCII.HKL may be converted to e.g. MTZ file format, using the ‘XDSCONV’ tab and CCP4 programs. If other isomorphous data sets are available, the ‘XSSCALE’ tab can be used to scale and merge them. Furthermore, XSSCALE offers the possibility of zero-dose extrapolation which reduces the effect of radiation damage primarily for susceptible sites (Diederichs et al., 2003).

Beyond starting, documenting and visualizing the progress of data processing, XDSGUI thus allows the user

(i) to inspect visually IDXREF’s indexed and non-indexed reflections in reciprocal space, which allows understanding and resolution of problems like multiple lattices
(ii) to identify beamline and crystal problems which are revealed by discontinuities in parameters plotted in the ‘INTEGRATE’ tab
(iii) to optimize the data processing parameters, by switching between ‘tools’ and ‘XDS.INP’ tabs, through a simple storage mechanism that allows the user to save, restore and compare the best results obtained so far
(iv) to address significant radiation damage using the ‘CORRECT’ and ‘statistics’ tabs, to decide on the frame range that should be accepted for scaling and merging
(v) to extend its functionality by running external programs or encoding user-defined operations in scripts that are executed upon the push of a button

3.2. Usage for SHELX data processing and phasing

The SHELX interface is presented within a single tab (Fig. 5), which is horizontally subdivided into expandable sections for SHELXC, SHELXD (Schneider & Sheldrick, 2002), SHELXE (Sheldrick, 2002) and SHELXL (Sheldrick, 2015). The first three allow experimental phasing (Usón & Sheldrick, 2018), e.g. from an XDS_ASCII.HKL file produced previously in the same XDSGUI run, similar to HKL2MAP.
(Pape & Schneider, 2004), but offer the latest options of the programs, for example side-chain tracing (Usón & Sheldrick, 2022). SHELXL (Sheldrick, 2015) is a crystallographic refinement program, widely used in chemical and materials crystallography and also used in macromolecular crystallography for high-resolution structures. It has some unique features, such as calculation of standard uncertainties, flexible treatment of disorder and occupancy, and refinement of merohedral and non-merohedral twinning (Herbst-Irmer & Sheldrick, 1998; Sevvana et al., 2019).

The ‘SHELXC’ section is the entry point for diffraction data. Selecting the type of experiment among SAD, SIR/RIP, SIRAS and MAD generates the necessary fields to load data sets, which will typically be in XDS_ASCII.HKL format but may include other general ASCII formats, like the SHELX.hkl format. The content of the files may be accessed through the GUI for viewing. Buttons labeled ‘Generate input’ and ‘run SHELXC’ configure SHELXC to prepare the files with anomalous differences or structure factor moduli estimated for the substructure. The tabular statistics output in SHELXC are displayed in plots, which should help in estimating the resolution limit to which the signal is significant and consistent.

The next section is labeled ‘SHELXD’ and will inherit the information from the files produced in the SHELXC run. The resolution cutoff should be limited to the shell where differences are still significant, as normalizing data upweights the high resolution. The number of sites may be uncertain initially, but after generating the input and on running SHELXD the value can be optimized by attending to the drop in figures of merit from one site to the next and in the lines of the minimum Patterson superposition function, displayed in the crossword table. A bimodal distribution in the correlation coefficient calculated for all data suggests a correct solution.

With a promising substructure, SHELXE, available in the next section, can derive, modify and extend phases to solve the structure. Both the determined substructure and its enantiomorphic configuration need to be tested, as direct methods cannot differentiate between them. Discrimination between the two runs is a positive sign. If a partial structure is known, it can be input in Protein Data Bank (PDB; Berman et al., 2000) format and combined into the experimental phasing (MRSAD) (Panjikar et al., 2009). SHELXE will refer the substructure to the same hand and origin, accepting the space group of the fragment. Model building options may be specified. Polyalanine tracing will be iterated, interspersed...
with density modification, and, if a sequence is provided, unspecific side-chain tracing will be used to improve phases, but side chains will only be docked and output once the correlation coefficient between observed and calculated normalized intensities has reached 30%. The FASTA format file should contain one copy of the sequence for each monomer expected in the structure.

The solution may be refined in the fourth section, labeled ‘SHELXL’. Generation of the SHELX format input file is mediated by the program PDB2INS (Lübben & Sheldrick, 2019).

3.3. Usage for ARCIMBOLDO data phasing

The ‘ARCIMBOLDO’ tab (Fig. 6) presents the general choices of which mode to use: ARCIMBOLDO_LITE (Sammito et al., 2015), typically using one or more polyalanine helices as search models, ARCIMBOLDO_BORGES (Sammito et al., 2013), using libraries representing variations of a local fold, or ARCIMBOLDO_SHREDDER, to identify, improve and use similar fragments to the unknown structure in a remote homolog or predicted model (Sammito et al., 2014; Millán et al., 2018). The more computationally intensive ALIXE (Millán et al., 2020), SHELX and Phaser jobs launched by ARCIMBOLDO may be run locally in multiple threads or distributed through a remote or local grid if one is configured, and the hardware to be used can be selected from the choices detected. The coiled coil mode can be activated for every mode to address the difficulties in discriminating correct from incorrect solutions that data modulation poses on the solution of coiled coils (Caballero et al., 2018). Also, an interrupted run can be continued from the last checkpoint completed, which may be advantageous for a long calculation.

Once a mode is selected, the form will request the mandatory input and offer selection fields to customize parameters relevant to that mode. As for the other programs, input should be generated and the run launched. It is possible to terminate a run and display the terminal output, which in the case of ARCIMBOLDO is meant for troubleshooting. Results and access to map and PDB files for the best solution can be found in the HTML output common to all computer programs

Figure 5

The ‘SHELX’ tab. The programs SHELXC, SHELXD, SHELXE and SHELXL are presented in different collapsible sections from top to bottom in the logical sequence of events. The label on the tab is green, indicating the run is in progress, in this case the solution of apoferritin 2g4h (Mueller-Dieckmann et al., 2007). After data preparation with SHELXC and location of four Cd sites with SHELXD, phasing, density modification and model building are performed by SHELXE. The interface allows the user to modify the values inherited from the preceding programs or defaults or to introduce new parameters. In this case a partial structure is introduced as a PDB-format file with the extension .pda to be combined with the experimental phases. The output in the bottom left-hand window shows how SHELXE transforms the substructure to the consistent hand and origin fixed by the partial structure, which accounts for the results from the original and inverted substructures being identical, as seen in the right-hand plot. A Ca trace can be displayed as tracing progresses, or Coot can be called through the corresponding buttons to show the final map and model. A sequence was provided and side chains have been docked and traced.
ARCIMBOLDO programs, rightmost of the buttons controlling job operations.

Accurate predicted models (Jumper et al., 2021) provide a convenient entry to molecular replacement phasing (McCoy et al., 2022). The predicted models mode in ARCIMBOLDO_SHREDDER (Medina et al., 2022) may be selected from the interface. It has been optimized to solve the structure with predicted models and systematically eliminate model bias. If molecular replacement with Phaser is straightforward or a molecular replacement solution is input, phasing with fragments will be skipped and model bias elimination is entered directly.

4. Summary and outlook

During the past ten years, XDSGUI has been presented many times at crystallographic workshops in Europe, the Americas and Asia, and has been available for download through the XDSwiki. It has proved easy to use by novices in data processing and phasing, and was enthusiastically received by experienced crystallographers.

The XDSGUI interface is frequently acknowledged as being used for data processing and phasing. The underlying Qt framework is feature rich, performant, and well supported on Linux and macOS architectures.

We plan to maintain XDSGUI for the foreseeable future and to implement more functionality, such as interfacing the calculation of $R_{\text{complete}}$ in SHELXL (Luebben & Gruene, 2015).
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